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# 1 Introduction

# Introduction to Linked Lists

Linked List is a very commonly used linear data structure which consists of group of **nodes** in a sequence.

Each node holds its own **data** and the **address of the next node** hence forming a chain like structure.
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## **Types of Linked Lists**

## There are 3 different implementations of Linked List available, they are:

1. Linear Linked List
2. Doubly Linked List
3. Circular Linked List

**1.Linear Linked List**

* 1. **Linear linked list** is a basic **linked list** type. **Linear linked list** is a collection of nodes **linked** together in a sequential way where each node of **linear linked list** contains a data field and an address field which contains the reference of the next node.
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**1.2 Doubly Linked List**

**Doubly linked list** is a **linked** data structure that consists of a set of sequentially **linked** records called nodes. Each node contains three fields: two **link** fields (references to the previous and to the next node in the sequence of nodes) and one data field.
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**1.3 Circular Linked List**

**Circular linked list** is a **linked list** where all nodes are connected to form a circle. There is no NULL at the end. A **circular linked list** can be a singly **circular linked list** or doubly **circular linked list**. ... We can maintain a pointer to the last inserted node and front can always be obtained as next of last.

![C:\Users\hp\AppData\Local\Microsoft\Windows\INetCache\Content.MSO\D5ABCB6E.tmp](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAASEAAACuCAMAAABOUkuQAAABcVBMVEX///8AAAB1dXXLy8uDg4PT09OMjIxqamrr6+uYmJjy8vJkZGT4+Pjm5uaSkpJbW1uhoaFOTk46OjqsrKze3t5vb299fX3FxcW/v78XFxcvLy/a2tpVVVW5ubkODg4/Pz8eHh4AjgBJSUknJyeoqKgcHBz///n3///29eLZ//8MtZ4tLS3u9e7//+L///IAmUnm/P+SwYB4uHh5wZegyI2K0sXS4red2M3j68aGyKrH7um61J2f0a+o1aDA8OaRuVLC28Dr79i/28aq2L3F3Z4ApGxUoQCMuU57tUaz7PGXszR508qkv1m91YcAkBfO6rkTmzLc8d3H0X4ArITX3ZgyqG5jrEtQqEEAoWA9mwBdtW08pk9etYBLuZqb5eF50r5VvaELtqTy6bUxmCmDsDRrsV+7y3COw5CCuWgAhgNfpTK66+j/9ckAlj6vxFx8tE6g1InT2qar6Nmcv21TsHVXrS5opw2uvEnd2I58zLeYv3A+CZvJAAAOcElEQVR4nO2diUPbRhbGNZZvy7ctn8I2BuMkxnjJAXEucpBjA9QO5KAEwqYhJG1olzZL2/3rV+dobI0saSxjkp1fk9RIftLMp5k3h4Z5DEOhUCgUCuW8aP9j+Wpn6Fjz2nWb1jeWV1ZvMte6t25fvXP75oLbibsQNGt3711udtcW7q912g8WxD8Mc+veZXvGq7Xuw0frzOODJ+utp+st1xLFLbQfP2ManPzDP5+7dl0imrVLG5c3t27+sHS7169derEtHXxhU6GddfmvqNAK83TFtTRtnry8U9t78Or1m9bu3o+7PfeuTEKztve2s7nP3HuzXDt48u7DweaPK7YVei+WoRtLazVJoQ/u5ePefrchlqG1tdrdxwcXoQyJD+2Q2dheuNHZOel1mq0W8+JfNq1Pl1eYWzdvdW91GfGPWzROa93Hz94v3d7q7nanr9BPikLNV1vbC+3dfenYk95P+9NM072jpc6HNz/0jmp3d39hPp5Mt5a5Qcnl6zVaC9LfVkv8K39y+frnTglMOwXnRCZOaJibmELhSV2YjHiZ1DDkajoQQHRSVybiikBoGIm5mg6EpGdSVybBR1xXygk304Hi8U7qyiQI84SGQcC5mhCEzIVqAyJ+QsMwmJhDDU7u0s7hgI/QMjO5MsQkJ1aBnVMizqc/4GpCBohP8NpOCUVILWOu5CLvwREBPPb4FOBn64RpsbS01xcIzfi9Rvwggjk6FeIgQGjpB9mR58spewrhe/TE3tF1xhg5gNED17RNhfA9ev4i9BnnJBcdIG3rxUZw9NBgPIUSSfGf4JQ7jhXJ06bmCCwL0jglXRz9pfEUKkn681mHCXOZEsgQdl49IC32xeujvzSeQgwIiv1G1mHC3IaPM7EZIksfEBQXmzZvsMgVClZzDJP1M4JFKZ08HMjxkhsiGNuXQL6Y53gAzD3FGGXID6qs38MUJja7YpsQAFF/ANQJWtYSECmOqgXj1LKwH6RAdIKjGtuIuUzFMkSmMRAPjvzCeH6I8wJAOvfpJrkkua3VAx7TUzNh/sJ0GifEuAp9/xAolHAAbF7YsSa1OdIpaJn8WN0RAoVAJalRLhTKyUHKIKX/MA+dFFdUZid44AA4QZdW9RWcWOc1a6/SnWQHRvTGMf7AId3tO1FILQUAaTR4Yz8C5PTPCcSNF+TPfDYYVQnmQDg6SNA/C09HS8gUZkjJpDCjW4g91eCQdR65YBhJR6SuyKwP2HngGR7DR4A+feFHesFOFCoq41R0LOzhjQrl9c8DUwJF6Ro8YoB515lAyio6f8xV5SIoFNAbGZr3gdcd6JOKF7ihrAJDEz9orLc/ThRSp4JtK1TKeJOZkkamBCIOFUIbYiC5IkcKod7HI0qEDlExA3pWNY5GslkPiGc1Kk78kFcurXYV4oyuoWRbIU4Q0iAtQPIRKce2FaoUU6BehKQq4hjVpkJBr98fA1k/xN5kfCjJhcNhri49SJxCq8fH2ipAtJahfkgc4iZMypC+OgIqFAbVKqhXIfUq8OMVaomoR3SFhLQA/EJaRUiAAGOiELw3a1LLbBLSSgGDV2jnZb+PUWjQD0luDKfQae9IW5mJ1jJuoIj5pfxhFGp/+vH1Z3Wpp2ktm5cmaLAKve+9WlKssQrZf90llaBRZWjnzUNtQSpWoYzqLbEK7f4CD6EKDbyO88l64GvZ5jb8EnoaeupwQX6bgVXo4z5TUxaf4RRKO512MvdDzbVrtWfqxTEKRYpMQrkZRqHFWq/2t3oIp5BPrJxR2VHjFVrU7oxVKBNlSjNyw4VVqP3z50PlE0ahqNPKxpq3ZX1m8bNaEjAKCeLNg0p+sAp1vpyoJRCn0BWxBMSU41iFXqxrRzAKRQF0tFiFfj1s7h6ouUON5ZxGZhmHKHPBOIUebdW09YwYhar6NDuulp3t/6YtO8QodEW+htLw4xRq1g60IxiF4vqoH6vQxss7ahE0KpR39tadkzqtSl82F4xq/S1bPUYP8ii8GIXaaw+0Q0aFEmjC8xiF7q/BZYJGhdJV/QDa9dPbshtr6hpYg0JRUJV72XZnCAeHRNorYDsK5UAdDt7K9Xp5VrulRY9RVigBEmxOg40VfLmc5hts9KlZ4IfWrL/OQtsR/SHFWPwi5wdZ3sPP2usxio8PzpWj7suOQhlQmdPG+nPJ5FxCa2TsKFQ1dju1p2NDofSwbUU9aUchhklKhd/mqGNAIafjsgwyCMLVMgRjLfPUkfFVDl1FZWdcJiCuRMDWMghGIQ7MkSlkf2yveuqYnk7nI9eE9FJLxfnINWXhqXVw/SHpXTeJQt5ESCUxOws/a4eARz9dVvtDHmjMexhOQ8wQN4g4utEPRVVdSwC++xYV0r8LSkPWHAvQ08qTqsNHMtmxPapQOT6SCPqD2swH4Q1JZtCisLA4mkFTe4zQOA08cMCeBZHsEGXktMf5/BCq0FiEgw4wWHNOrIdfYvi8ftt49Up43gp9e1CFrKAKWUEVsoIqZAVVyAqqkBVUISuoQlZQhaywr1DB+jvfJYJdhRwNGr8r7CoUZP9f+d4X2VEoFAqFQqFQKBQKhUKhUCgUCoVCoVAoFAqFQqFQLjL34a/667SNh0zodxv9hWar3en3W7aNvjHOXv68PZS1nVcnw/GoTPjw8vXdWmdj/9HW1X9vvbVpZItTuIvA6rQjmpwdfNl6eFL7/Y/eyaXdg0UpSg7zZcleZhdrHWZxq/Px8NG2vrHB+LQ/fe3v9lZO994uPLr69T+9Q9euTMTZ3u671a3O+5Puk8OPhzvbrQd95r1thZ61+7VL9w4f7TOb7kXSebHdvPTnu8bDxofrG+sLfw0X8fPm7DrHrL5hdk7uHP/+Zenp89Xjh7bLEPOx1utsbB0dbrpahhp/9J79+Zz5dFK7vnGd+cu9C5Px+ECs6ktMc/fq0Urj7LNUyW58ql2d5nM7/f3s4Nf91drK4+sbfzM7b9wLa0XEfVGLRl9qv8SENPvSoWYf076dI83jhwvN4+7q8Z3ujS7TvjVtVz0+SbejT11UiPcktNjm/LvBZ/wVcXvkq66mA8F7sRZjx0i3qLXa5pycgOP9eSZKnbSWWW1zTs7kQqMRQRz5oUKyyb4tghcqgplQJbUsjLXt7EimvkU+SoR4/+Pq5BSKEQfrmQDFtPV3sEwy0mTiArlq8nySR89D4Xw4BCBgj0+DNCiZnLHKG7kDQylN+zcFybH8BV13YnGaBFXhicP1uI5ZW5+z/AVdd2JxmihkEpPqfJE3GjKNgSdYK+TKYzZRKCofnvK4T97v0fRZjVJI3kHfpUiTpgqxUseRcMToEkGpgqXM2vpRCvHSVmCTVUjusAemXdU8FTGbZp3XkbUsL0qkKDR23xenkBBUAllOv2cN5syHiKP9UA6woQATTgDj3oUOwSkUAHyYBYM7t04HYSYeCkc9AFfTLDx1DiSLXlDMj13TsLWMTQEPiFamH3yKqYIiAF4Wl02rtkwsPh43/KiJH/JVQHz6RUjacyOdMztl1donzCydYRqGj01N20/LmA8trPtD7jAiUOEFiF82imkoFHYCtPKONdtG7kinoVDcybgRWgFll19fBCEbMTBwCHYjtD3zOfRsIDDaWplb1RXCz0+Y4Ph5DigU47QSwgmAGyo0HJ/VDyFbGoeVLYJzIBTTCAFPbAh+4LQ+98crEoWBXz9dL4eGrEOA1z+n+CGFgk6erOOxmqxQWrknOluA6al5kUDB6LQWB7LDBsY3eVH09DwyO6pEyxwYIZSN8WoG9s42KoR8c9bYd0IHT1kyhaJKjlCF8qMVGsgwU/UMK2RoggZaBHSGPSyHlQijucAphEiOUQhpVDDvN1B5nUdhVlKudJ9tK5QEM+J/kEJBzKUTheaRDeXFLk/GoULK/uv5c1WIqUiJwinUaLW0EEW6Qmw+AXJ5CJsU02BbIazXt6lQhvd6vZWKEtf9nBQqATmYxKx0FZxCi7XlZXWVDFrLBooEKxnjFGpce60t09INoploIRHNaERZyW/jFNrc2zvS1gyqCpWyHg+fSilx/2BesQo1ru19VVdjjadQUAkmkZU8JVahHlyvY+apg0Ca7cQp9EJfxjboh9BaVpHmyfBlSFm7KF/QWMvQBGAUOj1hnrxTjcdSSEGZhcEp1Hz1eksNcIRTKDjPhZUGFKfQ06/L2hokrKeWUp4uKAnAKbRxGV7Q6Kk52PphFWo//brnShlSiMtLAEw89YdD5f84hUR1wkqQd4xCjZ//vq/Fj8IpJHWq1KhOWIX04FM4ha5Ab4VVaPHozms18JAbChXl54FT6PTt8ZbqDDAKpfW04crQxiGsJxiFfHLHUem+YBX6CINPYRSq6wE7sAr9tQ6LoBsKKUSQNgSWof6atvrUqFAQ6RzjAocsHu2NqGUAuR1OofZvsAgZFaojMw94T/3fvbcu1TKumFLDNs5UxU/qUYseo6JQGbAwYmQM5AXogO30GGcHZlfQTNroMaYCyMnJtvbSoCGhxm2sBIS01me3o1AYgCIMGVkA9Xm45MuGQrgQKOppa4UCqoGS2skrpDUKDkYdShlikXtbhLw0KBQMAEF/Ic+CnP4i3lqhqABiGV+pel4KaS7AwchVzXCiMNJTMwYDBcUPxZFYTZzVyHXYD+WlWxTPXSE/jG0TFsBwpJown9VPayUmADNOMLZn9amIsJUfMoztpbDbWIUwY3tkTsj52B5VqOxknkU1jmuJywE99FIEzA7HZUoCJEaT1gTmoL8NgzJyumiI6oRecEbpD6FlKOeDWyoX/b6hTZbFXoV+ujyWQsNBsUYyfJlMaDQD0b4Mb/k4C+sBYOWECjlgLIW+OYjX7zmDKmQFVcgKqpAVVCErqEJWUIWsoApZQRWygipkBefOktFpcG4KOYgYe6GIYdc3TkChSOCbZeqLdSkUCoVCoVAoFAqF4i7/A9KJl/mMPACnAAAAAElFTkSuQmCC)

**2 Algorithm**

**2.1 Linear linked list**

**Algorithm for traversing a linked list**

Step 1: [INITIALIZE] SET PTR=START

Step 2: Repeat Steps3 and 4 while PTR != NULL

Step 3: Apply Process to PTR ->DATA

Step 4: SET PTR=PTR-> NEXT

[END OF LOOP]

Step 5: EXIT

**Algorithm to print the number of nodes in a linked list**

Step 1: [INITIALIZE] SET COUNT=0

Step 2: [INITIALIZE] SET PTR=START

Step 3: Repeat Steps 4 and 5 while PTR != NULL

Step 4: SET COUNT=COUNT + 1

Step 5: SET PTR=PTR ->NEXT

[END OF LOOP]

Step 6: Write COUNT

Step 7: EXIT

**Algorithm to insert a new node at the beginning**

Step 1: IF AVAIL = NULL

Write OVERFLOW

Go to Step 7

[END OF IF]

Step 2: SET NEW\_NODE = AVAIL

Step 3: SET AVAIL = AVAIL-> NEXT

Step 4: SET NEW\_NODE -> DATA = VAL

Step 5: SET NEW\_NODE- >NEXT = START

Step 6: SET START = NEW\_NODE

Step 7: EXIT

**Algorithm to insert a new node at the end**

Step 1: IF AVAIL = NULL

Write OVERFLOW

Go to Step 1

[END OF IF]

Step 2: SET NEW\_NODE= AVAIL

Step 3: SET AVAIL = AVAIL-> NEXT

Step 4: SET NEW\_NODE-> DATA = VAL

Step 5: SET NEW\_NODE ->NEXT= NULL

Step 6: SET PTR = START

Step 7: Repeat Step 8 while PTR-> NEXT != NULL

Step 8: SET PTR = PTR-> NEXT

[END OF LOOP]

Step 9: SET PTR ->NEXT =NEW\_NODE

Step 10: EXIT

**Algorithm to insert a new node after a node that has value num**

Step 1: IF AVAIL = NULL

Write OVERFLOW

Go to Step 12

[END OF IF]

Step 2: SETNEW\_NODE = AVAIL

Step 3: SET AVAIL = AVAIL-> NEXT

Step 4: SETNEW\_NODE-> DATA = VAL

Step 5: SET PTR = START

Step 6: SET PREPTR = PTR

Step 7: Repeat Steps 8 and 9 while PREPTR-> DATA!=NUM

Step 8: SET PREPTR = PTR

Step 9: SET PTR = PTR-> NEXT

[END OF LOOP]

Step 10 : PREPTR-> NEXT =NEW\_NODE

Step 11: SET NEW\_NODE NEXT = PTR

Step 12: EXIT

**Algorithm to insert a new node before a node that has value NUM**

Step 1: IF AVAIL = NULL

Write OVERFLOW

Go to Step 12

[END OF IF]

Step 2: SET NEW\_NODE = AVAIL

Step 3: SET AVAIL = AVAIL->NEXT

Step 4: SETNEW\_NODE-> DATA = VAL

Step 5: SET PTR = START

Step 6: SET PREPTR = PTR

Step 7: Repeat Steps 8 and 9 while PTR-> DATA != NUM

Step 8: SET PREPTR = PTR

Step 9: SET PTR = PTR-> NEXT

[END OF LOOP]

Step 10 : PREPTR-> NEXT =NEW\_NODE

Step 11: SETNEW\_NODE-> NEXT = PTR

Step 12: EXIT

**Algorithm to delete the first node**

Step 1: IF START = NULL

Write UNDERFLOW

Go to Step 5

[END OF IF]

Step 2: SET PTR = START

Step 3: SET START = START-> NEXT

Step 4: FREE PTR

Step 5: EXIT

**Algorithm to delete the last node**

Step 1: IF START = NULL

Write UNDERFLOW

Go to Step 8

[END OF IF]

Step 2: SET PTR = START

Step 3: Repeat Steps 4 and 5 while PTR ->NEXT != NULL

Step 4: SET PREPTR = PTR

Step 5: SET PTR = PTR-> NEXT

[END OF LOOP]

Step 6: SET PREPTR-> NEXT = NULL

Step 7: FREE PTR

Step 8: EXIT

**Algorithm to delete the node after a given node**

Step 1: IF START = NULL

Write UNDERFLOW

Go to Step 1

[END OF IF]

Step 2: SET PTR = START

Step 3: SET PREPTR = PTR

Step 4: Repeat Steps 5 and 6 while PREPTR ->DATA != NUM

Step 5: SET PREPTR = PTR

Step 6: SET PTR = PTR ->NEXT

[END OF LOOP]

Step 7: SET TEMP = PTR

Step 8: SET PREPTR-> NEXT = PTR NEXT

Step 9: FREE TEMP

Step 1 : EXIT

* 1. **CIRCULAR LINKED LIST**

**Algorithm to insert a new node at the beginning**

Step 1: IF AVAIL = NULL

Write OVERFLOW

Go to Step 11

[END OF IF]

Step 2: SETNEW\_NODE = AVAIL

Step 3: SET AVAIL = AVAIL-> NEXT

Step 4: SETNEW\_NODE-> DATA = VAL

Step 5: SET PTR = START

Step 6: Repeat Step 7 while PTR->NEXT != START

Step 7: PTR = PTR ->NEXT

[END OF LOOP]

Step 8: SETNEW\_NODE-> NEXT = START

Step 9: SET PTR-> NEXT =NEW\_NODE

Step 1 : SET START =NEW\_NODE

Step 11: EXIT

**Algorithm to insert a new node at the end**

Step 1: IF AVAIL = NULL

Write OVERFLOW

Go to Step 1

[END OF IF]

Step 2: SETNEW\_NODE = AVAIL

Step 3: SET AVAIL = AVAIL-> NEXT

Step 4: SETNEW\_NODE-> DATA = VAL

Step 5: SETNEW\_NODE-> NEXT = START

Step 6: SET PTR = START

Step 7: Repeat Step 8 while PTR-> NEXT != START

Step 8: SET PTR = PTR-> NEXT

[END OF LOOP]

Step 9: SET PTR-> NEXT =NEW\_NODE

Step 10 : EXIT

**Algorithm to delete the first node**

Step 1: IF START = NULL

Write UNDERFLOW

Go to Step 8

[END OF IF]

Step 2: SET PTR = START

Step 3: Repeat Step 4 while PTR-> NEXT != START

Step 4: SET PTR = PTR-> NEXT

[END OF LOOP]

Step 5: SET PTR-> NEXT = START ->NEXT

Step 6: FREE START

Step 7: SET START = PTR-> NEXT

Step 8: EXIT

**Algorithm to delete the last node**

Step 1: IF START = NULL

Write UNDERFLOW

Go to Step 8

[END OF IF]

Step 2: SET PTR = START

Step 3: Repeat Steps 4 and 5 while PTR-> NEXT != START

Step 4: SET PREPTR = PTR

Step 5: SET PTR = PTR-> NEXT

[END OF LOOP]

Step 6: SET PREPTR ->NEXT = START

Step 7: FREE PTR

Step 8: EXIT

**2.3 DOUBLY LINKED LISTS**

**Algorithm to insert a new node at the beginning**

Step 1: IF AVAIL = NULL

Write OVERFLOW

Go to Step 9

[END OF IF]

Step 2: SETNEW\_NODE = AVAIL

Step 3: SET AVAIL = AVAIL-> NEXT

Step 4: SET NEW\_NODE-> DATA = VAL

Step 5: SET  NEW\_NODE->PREV = NULL

Step 6: SET NEW\_NODE->NEXT= START

Step 7: SET START->PREV=NEW\_NODE

Step 8: SET START =NEW\_NODE

Step 9: EXIT

**Algorithm to insert a new node at the end**

Step 1: IF AVAIL = NULL

Write OVERFLOW

Go to Step 11

[END OF IF]

Step 2: SET NEW\_NODE = AVAIL

Step 3: SET AVAIL = AVAIL ->NEXT

Step 4: SET NEW\_NODE-> DATA = VAL

Step 5: SET NEW\_NODE->NEXT= NULL

Step 6: SET PTR = START

Step 7: Repeat Step 8 while PTR-> NEXT != NULL

Step 8: SET PTR = PTR ->NEXT

[END OF LOOP]

Step 9: SET PTR NEXT =NEW\_NODE

Step 10 : SET NEW\_NODE-> PREV = PTR

Step 11: EXIT

**Algorithm to insert a new node after a given node**

Step 1: IF AVAIL = NULL

Write OVERFLOW

Go to Step 12

[END OF IF]

Step 2: SET  NEW\_NODE= AVAIL

Step 3: SET AVAIL = AVAIL ->NEXT

Step 4: SET NEW\_NODE-> DATA = VAL

Step 5: SET PTR = START

Step 6: Repeat Step 7 while PTR-> DATA != NUM

Step 7: SET  PTR = PTR->NEXT

[END OF LOOP]

Step 8: SET NEW\_NODE->NEXT = PTR-> NEXT

Step 9: SET NEW\_NODE->PREV = PTR

Step 10 : SET PTR-> NEXT =NEW\_NODE

Step 11: SET PTR-> NEXT-> PREV=NEW\_NODE

Step 12: EXIT

**Algorithm to insert a new node before a given node**

Step 1: IF AVAIL = NULL

Write OVERFLOW

Go to Step 12

[END OF IF]

Step 2: SET  NEW\_NODE = AVAIL

Step 3: SET AVAIL = AVAIL-> NEXT

Step 4: SET NEW\_NODE-> DATA = VAL

Step 5: SET  PTR = START

Step 6: Repeat Step 7 while PTR-> DATA != NUM

Step 7: SET PTR = PTR ->NEXT

[END OF LOOP]

Step 8: SET NEW\_NODE-> NEXT = PTR

Step 9: SET NEW\_NODE-> PREV = PTR ->PREV

Step 10 : SET PTR-> PREV =NEW\_NODE

Step 11:  SET PTR->PREV-> NEXT=NEW\_NODE

Step 12:EXIT

**Algorithm to delete the first node**

Step 1: IF START = NULL

Write UNDERFLOW

Go to Step 6

[END OF IF]

Step 2: SET PTR = START

Step 3: SET START = START ->NEXT

Step 4: SET START ->PREV = NULL

Step 5: FREE PTR

Step 6: EXIT

**Algorithm to delete the last node**

Step 1: IF START = NULL

Write UNDERFLOW

Go to Step 7

[END OF IF]

Step 2: SET  PTR = START

[END OF LOOP]

Step 3: Repeat Step 4 while PTR-> NEXT != NULL

Step 4: SET PTR = PTR-> NEXT

Step 5: SET PTR-> PREV-> NEXT = NULL

Step 6: FREE PTR

Step 7: EXIT

**Algorithm to delete a node after a given node**

Step 1: IF START = NULL

Write UNDERFLOW

Go to Step 9

[END OF IF]

Step 2: SET  PTR = START

[END OF LOOP]

Step 3: Repeat Step 4 while PTR-> DATA != NUM

Step 4: SET PTR = PTR-> NEXT

Step 5: SET TEMP = PTR-> NEXT

Step 6: SET  PTR -> NEXT = TEMP-> NEXT

Step 7: SET TEMP-> NEXT-> PREV = PTR

Step 8: FREE TEMP

Step 9: EXIT

**Algorithm to delete a node before a given**

Step 1: IF START = NULL

Write UNDERFLOW

Go to Step 9

[END OF IF]

Step 2: SET  PTR = START

[END OF LOOP]

Step 3: Repeat Step 4 while PTR-> DATA != NUM

Step 4: SET PTR = PTR-> NEXT

Step 5: SET TEMP = PTR-> PREV

Step 6: SET  TEMP-> PREV-> NEXT = PTR

Step 7: SET PTR-> PREV = TEMP-> PREV

Step 8: FREE TEMP

Step 9: EXIT

**3 Program**

**3.1 Write a program of linear linked list to perform the operation of insertion and deletion**.

#include <stdio.h>

#include <stdlib.h>

#include <conio.h>

#include <malloc.h>

struct node

{

int data;

struct node \*next;

};

struct node \*start = NULL;

struct node \*create\_ll(struct node \*);

struct node \*display(struct node \*);

struct node \*insert\_beg(struct node \*);

struct node \*insert\_end(struct node \*);

struct node \*insert\_before(struct node \*);

struct node \*insert\_after(struct node \*);

struct node \*delete\_beg(struct node \*);

struct node \*delete\_end(struct node \*);

struct node \*delete\_node(struct node \*);

struct node \*delete\_after(struct node \*);

struct node \*delete\_list(struct node \*);

struct node \*sort\_list(struct node \*);

int main(int argc, char \*argv[])

{

int option;

do

{

printf("\n\n \*\*\*\*\*MAIN MENU \*\*\*\*\*");

printf("\n 1: Create a list");

printf("\n 2: Display the list");

printf("\n 3: Add a node at the beginning");

printf("\n 4: Add a node at the end");

printf("\n 5: Add a node before a given node");

printf("\n 6: Add a node after a given node");

printf("\n 7: Delete a node from the beginning");

printf("\n 8: Delete a node from the end");

printf("\n 9: Delete a given node");

printf("\n 10: Delete a node after a given node");

printf("\n 11: Delete the entire list");

printf("\n 12: Sort the list");

printf("\n 13: EXIT");

printf("\n\n Enter your option : ");

scanf("%d", &option);

switch(option)

{

case 1:start = create\_ll(start);

printf("\n LINKED LIST CREATED");

break;

case 2: start = display(start);

break;

case 3: start = insert\_beg(start);

break;

case 4: start = insert\_end(start);

break;

case 5: start = insert\_before(start);

break;

case 6: start = insert\_after(start);

break;

case 7: start = delete\_beg(start);

break;

case 8: start = delete\_end(start);

break;

case 9: start = delete\_node(start);

break;

case 10: start = delete\_after(start);

break;

case 11: start = delete\_list(start);

printf("\n LINKED LIST DELETED");

break;

case 12: start = sort\_list(start);

break;

}

}

while(option !=13);

getch();

return 0;

}

struct node \*create\_ll(struct node \*start)

{

struct node \*new\_node, \*ptr;

int num;

printf("\n Enter -1 to end");

printf("\n Enter the data : ");

scanf("%d", &num);

while(num!=-1)

{

new\_node = (struct node\*)malloc(sizeof(struct node));

new\_node -> data=num;

if(start==NULL)

{

new\_node -> next = NULL;

start = new\_node;

}

else

{

ptr=start;

while(ptr->next!=NULL)

ptr=ptr->next;

ptr->next = new\_node;

new\_node->next=NULL;

}

printf("\n Enter the data : ");

scanf("%d", &num);

}

return start;

}

struct node \*display(struct node \*start)

{

struct node \*ptr;

ptr = start;

while(ptr != NULL)

{

printf("\t %d", ptr -> data);

ptr = ptr -> next;

}

return start;

}

struct node \*insert\_beg(struct node \*start)

{

struct node \*new\_node;

int num;

printf("\n Enter the data : ");

scanf("%d", &num);

new\_node = (struct node \*)malloc(sizeof(struct node));

new\_node -> data = num;

new\_node -> next = start;

start = new\_node; return start;

}

struct node \*insert\_end(struct node \*start)

{

struct node \*ptr, \*new\_node;

int num;

printf("\n Enter the data : ");

scanf("%d", &num);

new\_node = (struct node \*)malloc(sizeof(struct node));

new\_node -> data = num;

new\_node -> next = NULL;

ptr = start;

while(ptr -> next != NULL)

ptr = ptr -> next;

ptr -> next = new\_node;

return start;

}

struct node \*insert\_before(struct node \*start)

{

struct node \*new\_node, \*ptr, \*preptr; int num, val;

printf("\n Enter the data : ");

scanf("%d", &num);

printf("\n Enter the value before which the data has to be inserted : ");

scanf("%d", &val);

new\_node = (struct node \*)malloc(sizeof(struct node));

new\_node -> data = num;

ptr = start;

while(ptr -> data != val)

{

preptr = ptr; ptr = ptr -> next;

}

preptr -> next = new\_node; new\_node -> next = ptr;

return start;

}

struct node \*insert\_after(struct node \*start)

{

struct node \*new\_node, \*ptr, \*preptr;

int num, val;

printf("\n Enter the data : ");

scanf("%d", &num);

printf("\n Enter the value after which the data has to be inserted : ");

scanf("%d", &val);

new\_node = (struct node \*)malloc(sizeof(struct node));

new\_node -> data = num;

ptr = start;

preptr = ptr;

while(preptr -> data != val)

{

preptr = ptr;

ptr = ptr -> next;

}

preptr -> next=new\_node;

new\_node -> next = ptr;

return start;

}

struct node \*delete\_beg(struct node \*start)

{

struct node \*ptr;

ptr = start;

start = start -> next;

free(ptr); return start;

}

struct node \*delete\_end(struct node \*start)

{

struct node \*ptr, \*preptr; ptr = start;

while(ptr -> next != NULL)

{

preptr = ptr;

ptr = ptr -> next;

}

preptr -> next = NULL;

free(ptr); return start;

}

struct node \*delete\_node(struct node \*start)

{

struct node \*ptr, \*preptr; int val;

printf("\n Enter the value of the node which has to be deleted : ");

scanf("%d", &val);

ptr = start;

if(ptr -> data == val)

{

start = delete\_beg(start);

return start;

}

else

{

while(ptr -> data != val)

{

preptr = ptr;

ptr = ptr -> next;

}

preptr -> next = ptr -> next;

free(ptr);

return start;

}

}

struct node \*delete\_after(struct node \*start)

{

struct node \*ptr, \*preptr;

int val;

printf("\n Enter the value after which the node has to deleted : ");

scanf("%d", &val);

ptr = start; preptr = ptr;

while(preptr -> data != val)

{

preptr = ptr;

ptr = ptr -> next;

}

preptr -> next=ptr -> next;

free(ptr);

return start;

}

struct node \*delete\_list(struct node \*start)

{

struct node \*ptr;

return start;

}

struct node \*sort\_list(struct node \*start)

{

struct node \*ptr1, \*ptr2;

int temp;

ptr1 = start;

while(ptr1 -> next != NULL)

{

ptr2 = ptr1 -> next;

while(ptr2 != NULL)

{

if(ptr1 -> data > ptr2 -> data)

{

temp = ptr1 -> data;

ptr1 -> data = ptr2 -> data;

ptr2 -> data = temp;

}

ptr2 = ptr2 -> next;

}

ptr1 = ptr1 -> next;

}

return start;

}

**Output**

\*\*\*\*\*MAIN MENU \*\*\*\*\* 1: Create a list 2: Display the list 3: Add a node at the beginning 4: Add a node at the end 5: Add a node before a given node 6: Add a node after a given node 7: Delete a node from the beginning 8: Delete a node from the end 9: Delete a given node 10: Delete a node after a given node 11: Delete the entire list 12: Sort the list 13: EXIT **Enter your option : 1** Enter -1 to end Enter the data : 45 Enter the data : 85 Enter the data : -1 **LINKED LIST CREATED** \*\*\*\*\*MAIN MENU \*\*\*\*\* 1: Create a list 2: Display the list 3: Add a node at the beginning 4: Add a node at the end 5: Add a node before a given node 6: Add a node after a given node 7: Delete a node from the beginning 8: Delete a node from the end 9: Delete a given node 10: Delete a node after a given node 11: Delete the entire list 12: Sort the list 13: EXIT **Enter your option : 2 45 85** \*\*\*\*\*MAIN MENU \*\*\*\*\* 1: Create a list 2: Display the list 3: Add a node at the beginning 4: Add a node at the end 5: Add a node before a given node 6: Add a node after a given node 7: Delete a node from the beginning 8: Delete a node from the end 9: Delete a given node 10: Delete a node after a given node 11: Delete the entire list 12: Sort the list 13: EXIT **Enter your option : 3 Enter the data : 25** \*\*\*\*\*MAIN MENU \*\*\*\*\* 1: Create a list 2: Display the list 3: Add a node at the beginning 4: Add a node at the end 5: Add a node before a given node 6: Add a node after a given node 7: Delete a node from the beginning 8: Delete a node from the end 9: Delete a given node 10: Delete a node after a given node 11: Delete the entire list 12: Sort the list 13: EXIT **Enter your option : 4 Enter the data : 65** \*\*\*\*\*MAIN MENU \*\*\*\*\* 1: Create a list 2: Display the list 3: Add a node at the beginning 4: Add a node at the end 5: Add a node before a given node 6: Add a node after a given node 7: Delete a node from the beginning 8: Delete a node from the end 9: Delete a given node 10: Delete a node after a given node 11: Delete the entire list 12: Sort the list 13: EXIT **Enter your option : 2 25 45 85 65** \*\*\*\*\*MAIN MENU \*\*\*\*\* 1: Create a list 2: Display the list 3: Add a node at the beginning 4: Add a node at the end 5: Add a node before a given node 6: Add a node after a given node 7: Delete a node from the beginning 8: Delete a node from the end 9: Delete a given node 10: Delete a node after a given node 11: Delete the entire list 12: Sort the list 13: EXIT **Enter your option : 5 Enter the data : 95 Enter the value before which the data has to be inserted : 85** \*\*\*\*\*MAIN MENU \*\*\*\*\* 1: Create a list 2: Display the list 3: Add a node at the beginning 4: Add a node at the end 5: Add a node before a given node 6: Add a node after a given node 7: Delete a node from the beginning 8: Delete a node from the end 9: Delete a given node 10: Delete a node after a given node 11: Delete the entire list 12: Sort the list 13: EXIT **Enter your option : 2 25 45 95 85 65** \*\*\*\*\*MAIN MENU \*\*\*\*\* 1: Create a list 2: Display the list 3: Add a node at the beginning 4: Add a node at the end 5: Add a node before a given node 6: Add a node after a given node 7: Delete a node from the beginning 8: Delete a node from the end 9: Delete a given node 10: Delete a node after a given node 11: Delete the entire list 12: Sort the list 13: EXIT **Enter your option : 7** \*\*\*\*\*MAIN MENU \*\*\*\*\* 1: Create a list 2: Display the list 3: Add a node at the beginning 4: Add a node at the end 5: Add a node before a given node 6: Add a node after a given node 7: Delete a node from the beginning 8: Delete a node from the end 9: Delete a given node 10: Delete a node after a given node 11: Delete the entire list 12: Sort the list 13: EXIT **Enter your option : 8**  \*\*\*\*\*MAIN MENU \*\*\*\*\* 1: Create a list 2: Display the list 3: Add a node at the beginning 4: Add a node at the end 5: Add a node before a given node 6: Add a node after a given node 7: Delete a node from the beginning 8: Delete a node from the end 9: Delete a given node 10: Delete a node after a given node 11: Delete the entire list 12: Sort the list 13: EXIT **Enter your option : 2 45 95 85** \*\*\*\*\*MAIN MENU \*\*\*\*\* 1: Create a list 2: Display the list 3: Add a node at the beginning 4: Add a node at the end 5: Add a node before a given node 6: Add a node after a given node 7: Delete a node from the beginning 8: Delete a node from the end 9: Delete a given node 10: Delete a node after a given node 11: Delete the entire list 12: Sort the list 13: EXIT **Enter your option : 9 Enter the value of the node which has to be deleted : 95** \*\*\*\*\*MAIN MENU \*\*\*\*\* 1: Create a list 2: Display the list 3: Add a node at the beginning 4: Add a node at the end 5: Add a node before a given node 6: Add a node after a given node 7: Delete a node from the beginning 8: Delete a node from the end 9: Delete a given node 10: Delete a node after a given node 11: Delete the entire list 12: Sort the list 13: EXIT **Enter your option : 2 45 85**  \*\*\*\*\*MAIN MENU \*\*\*\*\* 1: Create a list 2: Display the list 3: Add a node at the beginning 4: Add a node at the end 5: Add a node before a given node 6: Add a node after a given node 7: Delete a node from the beginning 8: Delete a node from the end 9: Delete a given node 10: Delete a node after a given node 11: Delete the entire list 12: Sort the list 13: EXIT **Enter your option : 11 LINKED LIST DELETED** \*\*\*\*\*MAIN MENU \*\*\*\*\* 1: Create a list 2: Display the list 3: Add a node at the beginning 4: Add a node at the end 5: Add a node before a given node 6: Add a node after a given node 7: Delete a node from the beginning 8: Delete a node from the end 9: Delete a given node 10: Delete a node after a given node 11: Delete the entire list 12: Sort the list 13: EXIT **Enter your option : 13** Process returned 0 (0x0) execution time : 300.464 ss

**3.2** **Write a program of circular linked list to perform the operation of insertion and deletion.**

#include <stdio.h>

#include <conio.h>

#include <malloc.h>

struct node { int data; struct node \*next; };

struct node \*start = NULL;

struct node \*create\_cll(struct node \*);

struct node \*display(struct node \*);

struct node \*insert\_beg(struct node \*);

struct node \*insert\_end(struct node \*);

struct node \*delete\_beg(struct node \*);

struct node \*delete\_end(struct node \*);

struct node \*delete\_after(struct node \*);

struct node \*delete\_list(struct node \*);

int main()

{

int option;

int clrscr();

do

{

printf("\n\n \*\*\*\*\*MAIN MENU \*\*\*\*\*");

printf("\n 1: Create a list");

printf("\n 2: Display the list");

printf("\n 3: Add a node at the beginning");

printf("\n 4: Add a node at the end");

printf("\n 5: Delete a node from the beginning");

printf("\n 6: Delete a node from the end");

printf("\n 7: Delete a node after a given node");

printf("\n 8: Delete the entire list");

printf("\n 9: EXIT");

printf("\n\n Enter your option : ");

scanf("%d", &option);

switch(option)

{

case 1: printf("enter -1 to end the list");

start = create\_cll(start);

printf("\n CIRCULAR LINKED LIST CREATED");

break;

case 2: start = display(start);

break;

case 3: start = insert\_beg(start);

break;

case 4: start = insert\_end(start);

break;

case 5: start = delete\_beg(start);

break;

case 6: start = delete\_end(start);

break;

case 7: start = delete\_after(start);

break;

case 8: start = delete\_list(start);

printf("\n CIRCULAR LINKED LIST DELETED");

break;

}

}

while(option !=9);

getch();

return 0;

}

struct node \*create\_cll(struct node \*start)

{

struct node \*new\_node, \*ptr;

int num;

printf("\n Enter the data : ");

scanf("%d", &num);

while(num!=-1)

{

new\_node = (struct node\*)malloc(sizeof(struct node));

new\_node -> data = num;

if(start == NULL)

{

new\_node -> next = new\_node;

start = new\_node;

}

else

{

ptr = start;

while(ptr -> next != start)

ptr = ptr -> next;

ptr -> next = new\_node;

new\_node -> next = start;

}

printf("\n Enter the data : ");

scanf("%d", &num);

}

return start;

}

struct node \*display(struct node \*start)

{

struct node \*ptr; ptr=start;

while(ptr -> next != start)

{

printf("\t %d", ptr -> data);

ptr = ptr -> next;

}

printf("\t %d", ptr -> data);

return start;

}

struct node \*insert\_beg(struct node \*start)

{

struct node \*new\_node, \*ptr;

int num;

printf("\n Enter the data : ");

scanf("%d", &num);

new\_node = (struct node \*)malloc(sizeof(struct node));

new\_node -> data = num;

ptr = start;

while(ptr -> next != start)

ptr = ptr -> next;

ptr -> next = new\_node;

new\_node -> next = start;

start = new\_node;

return start;

}

struct node \*insert\_end(struct node \*start)

{

struct node \*ptr, \*new\_node;

int num;

printf("\n Enter the data : ");

scanf("%d", &num);

new\_node = (struct node \*)malloc(sizeof(struct node));

new\_node -> data = num;

ptr = start;

while(ptr -> next != start)

ptr = ptr -> next;

ptr -> next = new\_node;

new\_node -> next = start;

return start;

}

struct node \*delete\_beg(struct node \*start)

{

struct node \*ptr;

ptr = start;

while(ptr -> next != start)

ptr = ptr -> next;

ptr -> next = start -> next;

free(start);

start = ptr -> next;

return start;

}

struct node \*delete\_end(struct node \*start)

{

struct node \*ptr, \*preptr;

ptr = start;

while(ptr -> next != start)

{

preptr = ptr;

ptr = ptr -> next;

}

preptr -> next = ptr -> next;

free(ptr);

return start;

}

struct node \*delete\_after(struct node \*start)

{

struct node \*ptr, \*preptr;

int val;

printf("\n Enter the value after which the node has to deleted : ");

scanf("%d", &val);

ptr = start;

preptr = ptr;

while(preptr -> data != val)

{

preptr = ptr;

ptr = ptr -> next;

}

preptr -> next = ptr -> next;

if(ptr == start)

start = preptr -> next;

free(ptr);

return start;

}

struct node \*delete\_list(struct node \*start)

{

struct node \*ptr;

ptr = start;

while(ptr -> next != start)

start = delete\_end(start);

free(start);

return start;

}

**Output**

\*\*\*\*\*MAIN MENU \*\*\*\*\* 1: Create a list 2: Display the list 3: Add a node at the beginning 4: Add a node at the end 5: Delete a node from the beginning 6: Delete a node from the end 7: Delete a node after a given node 8: Delete the entire list 9: EXIT **Enter your option : 01 enter -1 to end the list Enter the data : 21 Enter the data : 23 Enter the data : -1**  **CIRCULAR LINKED LIST CREATED** \*\*\*\*\*MAIN MENU \*\*\*\*\* 1: Create a list 2: Display the list 3: Add a node at the beginning 4: Add a node at the end 5: Delete a node from the beginning 6: Delete a node from the end 7: Delete a node after a given node 8: Delete the entire list 9: EXIT **Enter your option : 2 21 23** \*\*\*\*\*MAIN MENU \*\*\*\*\* 1: Create a list 2: Display the list 3: Add a node at the beginning 4: Add a node at the end 5: Delete a node from the beginning 6: Delete a node from the end 7: Delete a node after a given node 8: Delete the entire list 9: EXIT **Enter your option : 3 Enter the data : 85** \*\*\*\*\*MAIN MENU \*\*\*\*\* 1: Create a list 2: Display the list 3: Add a node at the beginning 4: Add a node at the end 5: Delete a node from the beginning 6: Delete a node from the end 7: Delete a node after a given node 8: Delete the entire list 9: EXIT **Enter your option : 2 85 21 23** \*\*\*\*\*MAIN MENU \*\*\*\*\* 1: Create a list 2: Display the list 3: Add a node at the beginning 4: Add a node at the end 5: Delete a node from the beginning 6: Delete a node from the end 7: Delete a node after a given node 8: Delete the entire list 9: EXIT **Enter your option : 4 Enter the data : 69** \*\*\*\*\*MAIN MENU \*\*\*\*\* 1: Create a list 2: Display the list 3: Add a node at the beginning 4: Add a node at the end 5: Delete a node from the beginning 6: Delete a node from the end 7: Delete a node after a given node 8: Delete the entire list 9: EXIT **Enter your option : 2 85 21 23 69** \*\*\*\*\*MAIN MENU \*\*\*\*\* 1: Create a list 2: Display the list 3: Add a node at the beginning 4: Add a node at the end 5: Delete a node from the beginning 6: Delete a node from the end 7: Delete a node after a given node 8: Delete the entire list 9: EXIT **Enter your option : 5**  \*\*\*\*\*MAIN MENU \*\*\*\*\* 1: Create a list 2: Display the list 3: Add a node at the beginning 4: Add a node at the end 5: Delete a node from the beginning 6: Delete a node from the end 7: Delete a node after a given node 8: Delete the entire list 9: EXIT **Enter your option : 2 21 23 69** \*\*\*\*\*MAIN MENU \*\*\*\*\* 1: Create a list 2: Display the list 3: Add a node at the beginning 4: Add a node at the end 5: Delete a node from the beginning 6: Delete a node from the end 7: Delete a node after a given node 8: Delete the entire list 9: EXIT **Enter your option : 6** \*\*\*\*\*MAIN MENU \*\*\*\*\* 1: Create a list 2: Display the list 3: Add a node at the beginning 4: Add a node at the end 5: Delete a node from the beginning 6: Delete a node from the end 7: Delete a node after a given node 8: Delete the entire list 9: EXIT **Enter your option : 2 21 23** \*\*\*\*\*MAIN MENU \*\*\*\*\* 1: Create a list 2: Display the list 3: Add a node at the beginning 4: Add a node at the end 5: Delete a node from the beginning 6: Delete a node from the end 7: Delete a node after a given node 8: Delete the entire list 9: EXIT **Enter your option : 7 Enter the value after which the node has to deleted : 21** \*\*\*\*\*MAIN MENU \*\*\*\*\* 1: Create a list 2: Display the list 3: Add a node at the beginning 4: Add a node at the end 5: Delete a node from the beginning 6: Delete a node from the end 7: Delete a node after a given node 8: Delete the entire list 9: EXIT **Enter your option : 8 CIRCULAR LINKED LIST DELETED** \*\*\*\*\*MAIN MENU \*\*\*\*\* 1: Create a list 2: Display the list 3: Add a node at the beginning 4: Add a node at the end 5: Delete a node from the beginning 6: Delete a node from the end 7: Delete a node after a given node 8: Delete the entire list **9: EXIT Enter your option : 9 Process returned 0 (0x0) execution time : 91.150 s**

**3.3 Write a program of Doubly linked list to perform the operation of insertion and deletion.**

#include <stdio.h>

#include <conio.h>

#include <malloc.h>

struct node

{

struct node \*next;

int data;

struct node \*prev;

};

struct node \*start = NULL;

struct node \*create\_ll(struct node \*);

struct node \*display(struct node \*);

struct node \*insert\_beg(struct node \*);

struct node \*insert\_end(struct node \*);

struct node \*insert\_before(struct node \*);

struct node \*insert\_after(struct node \*);

struct node \*delete\_beg(struct node \*);

struct node \*delete\_end(struct node \*);

struct node \*delete\_before(struct node \*);

struct node \*delete\_after(struct node \*);

struct node \*delete\_list(struct node \*);

int main()

{

int option;

int clrscr();

do

{

printf("\n\n \*\*\*\*\*MAIN MENU \*\*\*\*\*");

printf("\n 1: Create a list");

printf("\n 2: Display the list");

printf("\n 3: Add a node at the beginning");

printf("\n 4: Add a node at the end");

printf("\n 5: Add a node before a given node");

printf("\n 6: Add a node after a given node");

printf("\n 7: Delete a node from the beginning");

printf("\n 8: Delete a node from the end");

printf("\n 9: Delete a node before a given node");

printf("\n 10: Delete a node after a given node");

printf("\n 11: Delete the entire list");

printf("\n 12: EXIT");

printf("\n\n Enter your option : ");

scanf("%d", &option);

switch(option)

{

case 1:printf("enter -1 to end the list");

start = create\_ll(start);

printf("\n DOUBLY LINKED LIST CREATED");

break;

case 2: start = display(start);

break;

case 3: start = insert\_beg(start);

break;

case 4: start = insert\_end(start);

break;

case 5: start = insert\_before(start);

break;

case 6: start = insert\_after(start);

break;

case 7: start = delete\_beg(start);

break;

case 8: start = delete\_end(start);

break;

case 9: start = delete\_before(start);

break;

case 10: start = delete\_after(start);

break;

case 11: start = delete\_list(start);

printf("\n DOUBLY LINKED LIST DELETED");

break;

}

}

while(option != 12);

getch();

return 0;

}

struct node \*create\_ll(struct node \*start)

{

struct node \*new\_node, \*ptr;

int num;

printf("\n Enter the data : ");

scanf("%d", &num);

while(num != -1)

{

if(start == NULL)

{

new\_node = (struct node\*)malloc(sizeof(struct node));

new\_node -> prev = NULL;

new\_node -> data = num;

new\_node -> next = NULL;

start = new\_node;

}

else

{

ptr=start;

new\_node = (struct node\*)malloc(sizeof(struct node));

new\_node ->data=num;

while(ptr->next!=NULL)

ptr = ptr->next;

ptr ->next = new\_node;

new\_node ->prev=ptr;

new\_node ->next=NULL;

}

printf("\n Enter the data : ");

scanf("%d", &num);

}

return start;

}

struct node \*display(struct node \*start)

{

struct node \*ptr;

ptr=start;

while(ptr!=NULL)

{

printf("\t %d", ptr -> data);

ptr = ptr -> next;

}

return start;

}

struct node \*insert\_beg(struct node \*start)

{

struct node \*new\_node;

int num;

printf("\n Enter the data : ");

scanf("%d", &num);

new\_node = (struct node \*)malloc(sizeof(struct node));

new\_node -> data = num;

start -> prev = new\_node;

new\_node -> next = start;

new\_node -> prev = NULL;

start = new\_node;

return start;

}

struct node \*insert\_end(struct node \*start)

{

struct node \*ptr, \*new\_node;

int num;

printf("\n Enter the data : ");

scanf("%d", &num);

new\_node = (struct node \*)malloc(sizeof(struct node));

new\_node -> data = num; ptr=start;

while(ptr -> next != NULL)

ptr = ptr -> next;

ptr -> next = new\_node;

new\_node -> prev = ptr;

new\_node -> next = NULL;

return start;

}

struct node \*insert\_before(struct node \*start)

{

struct node \*new\_node, \*ptr;

int num, val;

printf("\n Enter the data : ");

scanf("%d", &num);

printf("\n Enter the value before which the data has to be inserted : ");

scanf("%d", &val);

new\_node = (struct node \*)malloc(sizeof(struct node));

new\_node -> data = num;

ptr = start;

while(ptr -> data != val)

ptr = ptr -> next;

new\_node -> next = ptr;

new\_node -> prev = ptr-> prev;

ptr -> prev -> next = new\_node;

ptr -> prev = new\_node;

return start;

}

struct node \*insert\_after(struct node \*start)

{

struct node \*new\_node, \*ptr;

int num, val;

printf("\n Enter the data : ");

scanf("%d", &num);

printf("\n Enter the value after which the data has to be inserted : ");

scanf("%d", &val);

new\_node = (struct node \*)malloc(sizeof(struct node));

new\_node -> data = num;

ptr = start;

while(ptr -> data != val) ptr = ptr -> next;

new\_node -> prev = ptr;

new\_node -> next = ptr -> next;

ptr -> next -> prev = new\_node;

ptr -> next = new\_node;

return start;

}

struct node \*delete\_beg(struct node \*start)

{

struct node \*ptr;

ptr = start; start = start -> next;

start -> prev = NULL;

free(ptr);

return start;

}

struct node \*delete\_end(struct node \*start)

{

struct node \*ptr;

ptr = start;

while(ptr -> next != NULL)

ptr = ptr -> next;

ptr -> prev -> next = NULL;

free(ptr);

return start;

}

struct node \*delete\_after(struct node \*start)

{

struct node \*ptr, \*temp; int val;

printf("\n Enter the value after which the node has to deleted : ");

scanf("%d", &val);

ptr = start;

while(ptr -> data != val)

ptr = ptr -> next;

temp = ptr -> next;

ptr -> next = temp -> next;

temp -> next -> prev = ptr;

free(temp);

return start;

}

struct node \*delete\_before(struct node \*start)

{

struct node \*ptr, \*temp;

int val;

printf("\n Enter the value before which the node has to deleted : ");

scanf("%d", &val);

ptr = start;

while(ptr -> data != val)

ptr = ptr -> next;

temp = ptr -> prev;

if(temp == start)

start = delete\_beg(start);

else

{

ptr -> prev = temp -> prev;

temp -> prev -> next = ptr;

}

free(temp);

return start;

}

struct node \*delete\_list(struct node \*start)

{

while(start != NULL)

start = delete\_beg(start);

return start;

}

**Output**

\*\*\*\*\*MAIN MENU \*\*\*\*\* 1: Create a list 2: Display the list 3: Add a node at the beginning 4: Add a node at the end 5: Add a node before a given node 6: Add a node after a given node 7: Delete a node from the beginning 8: Delete a node from the end 9: Delete a node before a given node 10: Delete a node after a given node 11: Delete the entire list 12: EXIT **Enter your option : 1 enter -1 to end the list Enter the data : 56 Enter the data : 54 Enter the data : -1 DOUBLY LINKED LIST CREATED** \*\*\*\*\*MAIN MENU \*\*\*\*\* 1: Create a list 2: Display the list 3: Add a node at the beginning 4: Add a node at the end 5: Add a node before a given node 6: Add a node after a given node 7: Delete a node from the beginning 8: Delete a node from the end 9: Delete a node before a given node 10: Delete a node after a given node 11: Delete the entire list 12: EXIT **Enter your option : 2 56 54** \*\*\*\*\*MAIN MENU \*\*\*\*\* 1: Create a list 2: Display the list 3: Add a node at the beginning 4: Add a node at the end 5: Add a node before a given node 6: Add a node after a given node 7: Delete a node from the beginning 8: Delete a node from the end 9: Delete a node before a given node 10: Delete a node after a given node 11: Delete the entire list 12: EXIT **Enter your option : 3 Enter the data : 89** \*\*\*\*\*MAIN MENU \*\*\*\*\* 1: Create a list 2: Display the list 3: Add a node at the beginning 4: Add a node at the end 5: Add a node before a given node 6: Add a node after a given node 7: Delete a node from the beginning 8: Delete a node from the end 9: Delete a node before a given node 10: Delete a node after a given node 11: Delete the entire list 12: EXIT **Enter your option : 4 Enter the data : 87** \*\*\*\*\*MAIN MENU \*\*\*\*\* 1: Create a list 2: Display the list 3: Add a node at the beginning 4: Add a node at the end 5: Add a node before a given node 6: Add a node after a given node 7: Delete a node from the beginning 8: Delete a node from the end 9: Delete a node before a given node 10: Delete a node after a given node 11: Delete the entire list 12: EXIT **Enter your option : 2 89 56 54 87** \*\*\*\*\*MAIN MENU \*\*\*\*\* 1: Create a list 2: Display the list 3: Add a node at the beginning 4: Add a node at the end 5: Add a node before a given node 6: Add a node after a given node 7: Delete a node from the beginning 8: Delete a node from the end 9: Delete a node before a given node 10: Delete a node after a given node 11: Delete the entire list 12: EXIT **Enter your option : 6 Enter the data : 52 Enter the value after which the data has to be inserted : 54** \*\*\*\*\*MAIN MENU \*\*\*\*\* 1: Create a list 2: Display the list 3: Add a node at the beginning 4: Add a node at the end 5: Add a node before a given node 6: Add a node after a given node 7: Delete a node from the beginning 8: Delete a node from the end 9: Delete a node before a given node 10: Delete a node after a given node 11: Delete the entire list 12: EXIT **Enter your option : 2 89 56 54 52 87** \*\*\*\*\*MAIN MENU \*\*\*\*\* 1: Create a list 2: Display the list 3: Add a node at the beginning 4: Add a node at the end 5: Add a node before a given node 6: Add a node after a given node 7: Delete a node from the beginning 8: Delete a node from the end 9: Delete a node before a given node 10: Delete a node after a given node 11: Delete the entire list 12: EXIT **Enter your option : 7** \*\*\*\*\*MAIN MENU \*\*\*\*\* 1: Create a list 2: Display the list 3: Add a node at the beginning 4: Add a node at the end 5: Add a node before a given node 6: Add a node after a given node 7: Delete a node from the beginning 8: Delete a node from the end 9: Delete a node before a given node 10: Delete a node after a given node 11: Delete the entire list 12: EXIT **Enter your option : 8** \*\*\*\*\*MAIN MENU \*\*\*\*\* 1: Create a list 2: Display the list 3: Add a node at the beginning 4: Add a node at the end 5: Add a node before a given node 6: Add a node after a given node 7: Delete a node from the beginning 8: Delete a node from the end 9: Delete a node before a given node 10: Delete a node after a given node 11: Delete the entire list 12: EXIT **Enter your option : 2 56 54 52** \*\*\*\*\*MAIN MENU \*\*\*\*\* 1: Create a list 2: Display the list 3: Add a node at the beginning 4: Add a node at the end 5: Add a node before a given node 6: Add a node after a given node 7: Delete a node from the beginning 8: Delete a node from the end 9: Delete a node before a given node 10: Delete a node after a given node 11: Delete the entire list **12: EXIT Enter your option : 12 Process returned 0 (0x0) execution time : 120.164 s**